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**Operators in C language**

**LAB-3**

**Objectives:**

Familiarization with operators.

To understand the concept of using operators in C Language.

To understand the concept of performing actions using operators To manipulate data.

Utilization of input and output function

**Operator**

An operator is a symbol that tells the compiler to perform specific mathematical or logical manipulations. C language is rich in built-in operators and provides the following types of operators:

1. Arithmetic Operators
2. Arithmetic Assignment Operators 3- Increment/Decrement operators
3. Relational Operators
4. Logical Operators
5. Bitwise Operators

**1- Arithmetic Operators**

Following table shows all the arithmetic operators supported by C language.

**Assume variable A holds 10 and variable B holds 20 then:**

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| + | Adds two operands | A + B will give 30 |
| - | Subtracts second operand from the first | A - B will give -10 |
| \* | Multiplies both operands | A \* B will give 200 |
| / | Divides numerator by de-numerator | B / A will give 2 |
| % | Modulus Operator (Remainder Operator) and remainder of after an integer division | B % A will give 0 |

**Example 1:**

|  |
| --- |
| #include<stdio.h> #include<conio.h>  void main(void)  {  int a =21;  int b =10; int c ;  c = a + b;  printf("Line 1 - Value of c is %d\n", c ); c = a - b;  printf("Line 2 - Value of c is %d\n", c ); c = a \* b;  printf("Line 3 - Value of c is %d\n", c ); c = a / b;  printf("Line 4 - Value of c is %d\n", c ); c = a % b;  printf("Line 5 - Value of c is %d\n", c ); getch();  } |

**Output**

|  |
| --- |
| Line1-Value of c is31 Line2-Value of c is11 Line3-Value of c is210 Line4-Value of c is2  Line5-Value of c is1 |

**Do it yourself - 1:**

f and g are floating point variables whose values are 18.5 and 2.0 respectively. Compute the following arithmetic expressions and note output:

1. f+g
2. f-g
3. f\*g
4. f/g

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Do it yourself - 2:**  char a = ‘F’; char b = ‘S’;  What will the output of:   1. a 2. a + b   3- a + b + 9  4- a + b + ‘9’  And why?  **2- Arithmetic Assignment Operators**  Following table shows all the arithmetic operators supported by C language.  **Assume variable A holds 10 and variable B holds 20 then:** | | | | |
|  | **Operator** | **Description** | **Example** |  |
| += | Adds two operands | A += B will give 30 and result stored in A |
| -= | Subtracts second operand from the first | A -= B will give -10 and result stored in A |
| \*= | Multiplies both operands | A \*= B will give 200 and result stored in A |
| /= | Divides numerator by de-numerator | B / =A will give 2 and result stored in B |
| %= | Modulus Operator (Remainder Operator) and remainder of after an integer division | B % =A will give 0 and result stored in B |
| = | Assignment operator that move value |  |
|  |  |  |  |  |

|  |  |  |
| --- | --- | --- |
|  | from right to left. |  |

**Example 2:**

|  |
| --- |
| #include<stdio.h> #include<conio.h>  void main(void)  {  int a =21;  int b =10;  a += b;  printf("Line 1 - Value of c is %d\n", a); a -= b;  printf("Line 2 - Value of c is %d\n", a); a \*= b;  printf("Line 3 - Value of c is %d\n", a); a /= b;  printf("Line 4 - Value of c is %d\n", a); a %= b;  printf("Line 5 - Value of c is %d\n", a); getch();  } |

**Do it yourself - 3:**

void main(void)

{

int total = 0; int count = 10;

printf(“ Total = %d \n ” , total); total += count;

printf(“ Total = %d \n ” , total); total += count;

printf(“ Total = %d \n ” , total);

}

**Output:**

* 1. **Increment/Decrement operators**

The operator that is used to increment 1 in the value OR decrement 1 in the value. It is a unary operator.

**Assume variable A holds 10 and variable B holds 20 then:**

|  |  |  |
| --- | --- | --- |
| ++ | Increments operator increases integer value by one | A++ will give 11 |
| -- | Decrements operator decreases integer value by one | A-- will give 9 |

**Example 3:**

#include<stdio.h>

**Output**

|  |
| --- |
| Line6-Value of c is21  Line7-Value of c is22 |

**Task: Discuss the output of the above program.**

**Do it yourself - 4:**

void main(void)

{

int num=0;

printf(“Number = %d \n” , num); printf(“Number = %d \n” , num++); printf(“Number = %d \n” , num);

}

**Output:**

**+**

**Do it yourself - 5:**

void main(void)

{

int num=0;

printf(“Number = %d \n” , num); printf(“Number = %d \n” , ++num); printf(“Number = %d \n” , num);

}

**Output:**

* 1. **Relational Operators**

Relational Operators are binary operators, which are used to compare two numeric operands. The operands can be variables, constants or expressions that ultimately get evaluated to a numeric value. Since characters are represented as integers using the ASCII code, therefore operands to be compared can be two characters as well. Following table shows all the relational operators supported by C language.

**Assume variable A holds 10 and variable B holds 20, then:**

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| == | Checks if the values of two operands are equal or not, if yes then condition becomes true. | (A == B) is not true. |
| != | Checks if the values of two operands are equal or not, if values are not equal then condition becomes true. | (A != B) is  true. |
| > | Checks if the value of left operand is greater than the value of right operand, if yes then condition becomes true. | (A > B) is not true. |

|  |  |  |
| --- | --- | --- |
| < | Checks if the value of left operand is less than the value of right operand, if yes then condition becomes true. | (A < B) is true. |
| >= | Checks if the value of left operand is greater than or equal to the value of right operand, if yes then condition becomes true. | (A >= B) is not true. |
| <= | Checks if the value of left operand is less than or equal to the value of right operand, if yes then condition becomes true. | (A <= B) is  true. |

**Example 4:**

#include<stdio.h> #include<conio.h> void main(void)

{

int age; age=15; clrscr();

printf("Is age less than 21? %d \n",age<21); age=30;

printf("Is age less than 21? %d \n", age<21); getch();

}

**Output:**

![](data:image/jpeg;base64,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)

**Do it yourself - 6:**

#include<stdio.h> #include<conio.h> void main(void)

{ int speed; speed=75; clrscr();

printf("Is speed equal to 55? %d \n", speed==55); speed=55;

printf(“Is speed equal to 55? %d \n", speed==55); getch(); }

**Output:**

**Do it yourself – 7:**

What will this statement print printf(“ Answer is %d” , 2+1 < 4); ?

**Do it yourself – 8:**

What will this statement print printf(“ Answer is %d” , 1<2 + 4); ?

**Example – 5:**

Suppose **i** is an integer variable with value 7 and **f** is a floating point variable with value 5.5 and c is a character variable that represents the character ‘w’.

Then:

|  |  |  |
| --- | --- | --- |
| **Expression** | **Interpretation** | **Value** |
| **f>5** | true | 1 |
| **(i + f) < = 10** | false | 0 |
| **c = = 119** | true | 1 |
| **c ! = ‘p’** | true | 1 |
| **c > = 10 \* ( i \* f )** | false | 0 |

* 1. **Logical Operators**

A logical operator combines the result of one or more expressions and the resultant expression is called the logical expression. After testing the conditions, they return either TRUE (1) or FALSE (0) as net result. Following table shows all the logical operators supported by C language.

**Assume variable A holds 1 and variable B holds 0, then:**

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| && | Called Logical AND operator. If both the operands are non-zero, then condition becomes true. | (A && B) is false. |
| || | Called Logical OR Operator. If any of the two operands is non-zero, then condition becomes true | (A || B) is true. |
| ! | Called Logical NOT Operator. Use to reverses the logical state of its operand. If a condition is true then Logical NOT operator will make false. | !(A && B) is true. |

**Example - 6:**

Assume f=5.5 , i=7, c = ‘w’

|  |  |  |
| --- | --- | --- |
| **Expression** | **Interpretation** | **Value** |
| **f > 5** | true | 1 |
| **! ( f > 5 )** | false | 0 |
| **( i >= 6 ) && (c == ‘w’)** | true | 1 |
| **(i >= 6) || (c = = 119)** | true | 1 |
| **(f < 11) && ( i > 100)** | false | 0 |
| **(c ! = ‘p’ ) || ( (i+f) <= 10)** | true | 1 |

**Do it yourself - 9:**

Assume:

i=0, j=1, k= -1 f=2.5, g=0.0

|  |
| --- |
| **Expression Interpretation Value** |
| **i && j** |
| **i< j && k<j** |
| **j+k || !i** |
| **f\*5 && 5 || j/k** |
| **i<= 10 && f>= 1 && j** |
| **!f || !k || j +k** |
| **f\*g < i + j ||k** |

* 1. **Bitwise Operators**

Bitwise operator works on bits and perform bit-by-bit operation.

**Assume if A = 60; and B = 13; now in binary format they will be as follows: A = 0011 1100**

**B = 0000 1101**

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| & | Binary AND Operator copies a bit to the result if it exists in both operands. | (A & B) will give 12, which is  0000 1100 |
| | | Binary OR Operator copies a bit if it exists in either operand. | (A | B) will give 61, which is  0011 1101 |
| ^ | Binary XOR Operator copies the bit if it is set in one operand but not both. | (A ^ B) will give 49, which is  0011 0001 |
| ~ | Binary Ones Complement Operator is unary and has the effect of 'flipping' bits. | (~A ) will give - 61, which is  1100 0011 in 2's  complement form. |
| << | Binary Left Shift Operator. The left operands value is moved left by the number of bits specified by the right operand. | A << 2 will give 240 which is  1111 0000 |
| >> | Binary Right Shift Operator. The left operands value is moved right by the number of bits specified by the right operand. | A >> 2 will give 15 which is  0000 1111 |

**Assignment Tasks**

**Task 01:** Create a program that will take subject marks as input and show individual percentage, total marks obtain and total percentage.

|  |  |  |  |
| --- | --- | --- | --- |
| Subject | Marks Obtain | Total Mark | Percentage |
| English | 35 | 100 | 35% |
| Urdu | 40 | 100 | 40% |
| Islamiat | 60 | 100 | 60% |
| Total Marks | 135 | 300 | 45% |

**Task 05:** If a five-digit number is input through the keyboard, write a program to calculate the sum of its digits. (Hint: Use the modulus operator ‘%’)

**Task 06:** If a five-digit number is input through the keyboard, write a program to calculate the sum of its digits. (Hint: Use the modulus operator ‘%’)

**Task 07:** In a town, the percentage of men is 52. The percentage of total literacy is 48. If total percentage of literate men is 35 of the total population, write a program to find the total number of illiterate men and women if the population of the town is 80,000.

**Task 08:** A cashier has currency notes of denominations 10, 50 and 100. If the amount to be withdrawn is input through the keyboard in hundreds, find the total number of currency notes of each denomination the cashier will have to give to the withdrawer**.**

## Review Questions:

1. Which of the following are invalid variable names and why?

BASICSALARY

\_basic basic-hra #MEAN

group.

422 population

in 2006 over time

mindovermatter FLOAT

hELLO

queue. team’svictory Plot # 3 2015\_DDay

1. Point out the errors, if any, in the following C statements: (a) int = 314.562 \* 150 ;
   1. name = ‘Ajay’ ;
   2. varchar = ‘3’ ;
   3. 3.14 \* r \* r \* h = vol\_of\_cyl ;

(e) k = ( a \* b ) ( c + ( 2.5a + b ) ( d + e ) ;

(f) m\_inst = rate of interest \* amount in rs ;

1. Evaluate the following expressions and show their hierarchy.
2. g = big / 2 + big \* 4 / big - big + abc / 3 ; (abc = 2.5, big = 2, assume g to be a float)
3. on = ink \* act / 2 + 3 / 2 \* act + 2 + tig ; (ink = 4, act = 1, tig = 3.2, assume on to be an int)
4. s = qui \* add / 4 - 6 / 2 + 2 / 3 \* 6 / god ; (qui = 4, add = 2, god = 2, assume s to be an int) (d) s = 1 / 3 \* a / 4 - 6 / 2 + 2 / 3 \* 6 / g ; (a = 4, g = 3, assume s to be an int)
5. C programs are converted into machine language with the help of? 5- A character variable can at a time store how many characters?
6. The maximum value that an integer constant can have?
7. What value does a variable contain if it is declared but not initialized?
8. What out is generated when we are using relational or logical operators?
9. Which operator requires all the given conditions to be true for the execution? 10- What is an opcode?